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Abstract

In the realm of mathematics, engineering, and science, constructing models that reflect real-
world phenomena requires solving partial differential equations (PDEs) with different param-
eters. Recent advancements in DeepONet, which learn mappings between infinite-dimensional
function spaces, promise efficient evaluations of PDE solutions for new parameter sets in a sin-
gle forward pass. However, classical DeepONet entails quadratic time complexity concerning
input dimensions during evaluation. Given the progress in quantum algorithms and hardware,
we propose utilizing quantum computing to accelerate DeepONet evaluations, resulting in time
complexity that is linear in input dimensions. Our approach integrates unary encoding and
orthogonal quantum layers to facilitate this process. We benchmark our Quantum DeepONet
using a variety of equations, including the first-order linear ordinary differential equation, ad-
vection equation, and Burgers’ equation, demonstrating the method’s efficacy in both ideal and
noisy conditions. Furthermore, we show that our quantum DeepONet can also be informed by
physics, minimizing its reliance on extensive data collection. We expect Quantum DeepONet
to be particularly advantageous in applications in outer loop problems which require to explore
parameter space and solving the corresponding PDEs, such as forward uncertainty propagation
and optimal experimental design.

1 Introduction

Partial differential equations (PDEs) play a crucial role in modeling complex phenomena that are
fundamental to both natural and engineered systems. Traditional numerical methods, such as finite
difference, finite element, and finite volume methods, typically involve discretizing the solution space
and solving finite-dimensional problems. These approaches, however, are computationally intensive
and require a complete re-solving of equations with even minor adjustments to the system. Recently,
neural networks have been employed to learn the solutions of PDEs [1, 2, 3, 4, 5, 6]. In particular,
physics-informed neural networks (PINNs) embed the PDE residual into the loss term [7, 8, 1],
demonstrating potential in solving both forward and inverse problems [9, 10, 11, 12]. Despite their
promise, many of these methods remain mesh-dependent or require re-training when new functional
parameters are introduced.

To address these limitations, deep neural operators have gained popularity for learning the
mapping between infinite-dimensional spaces of functions through data [13, 14, 15, 16, 17, 18]. Once
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trained, neural operators are able to efficiently evaluate the PDE solutions for a new PDE instance
in a single forward pass. Additionally, the output of neural operators can be discretized at different
levels of resolutions or evaluated at any points. The training of neural operators can also incorporate
physics priors [19, 20], aligning the concept of PINNs, which has been shown to enhance accuracy
significantly. The main categories of neural operators include integral kernel operators [15, 14, 21],
transformer-based neural operators [17, 16], and DeepONet [13]. Integral kernel operators, such as
Fourier neural operator (FNO) [14], leverage iterative learnable kernel integration, but are usually
restricted to grids. Transformer-based neural operator has larger model capacity, but relies on
sufficient data to achieve optimal performance. DeepONet, grounded in universal approximation
theorem [22], on the other hand, can evaluate the solution of PDEs at any points in a mesh-
free manner. There have been a wide range of developments of DeepONet [23, 24, 25, 26, 27],
highlighting its adaptability in various complex systems.

While classical developments greatly expand the potential of neural networks, quantum neu-
ral networks (QNNs) have also drawn much attention due to the potential of better complexity
and higher capacities compared to their classical counterparts [28, 29, 30]. Such advantages of-
ten directly come from the ability to efficiently encode and explore the exponentially large space
on quantum computers [31]. Specifically, there are quantum algorithms that demonstrate the
quadratic speedup in online perceptron [32] and reinforcement learning [33], as well as the expo-
nential speedup in linear-system solving [34, 35], least-square fitting [36], Boltzmann machine [37],
principal component analysis [38], and support vector machine [39].

Neural operators present an ideal application scenario for quantum neural networks designed for
accelerating the evaluation process, especially in situations where they are evaluated repeatedly in
“outer-loop problems”, such as forward uncertainty propagation and optimal experimental design.
There is a recent development of quantum Fourier neural operator (QFNO) [40]. Utilizing a new
form of the quantum Fourier transform, QFNO is expected to be substantially faster than classical
FNO in evaluation: requiring a logarithmic number of evaluations of the initial condition function,
an improvement from the linear dependency in the classical FNO. The success of QFNO motivates
us to explore the possibility of accelerating other neural operators, such as DeepONet.

However, as suggested by Refs. [41, 42, 43, 44, 45], the data embedding of classical datasets on
quantum computers and hardware noise can induce barren plateaus and local minima that damage
the trainability of quantum neural networks. It is even more problematic for the optimizers relying
on the Fisher information matrix because they require exponentially many measurement shots to
achieve accurate computation in barren plateaus [43].

In this study, we design an architecture for quantum DeepONet and quantum physics-informed
DeepONet (QPI-DeepONet). To circumvent the trainability issue in QNN, we incorporate classical
training and quantum evaluation by employing the orthogonal neural network structure outlined
in Ref. [46]. Our work preserves the quadratic speed-up with respect to the input dimension
in the feed-forward pass from the quantum orthogonal neural network, with a minimal cost for
classical data preprocessing before training. The results of our numerical experiments suggest the
effectiveness of neural networks in solving different PDEs in both ideal and noisy environments.
We also analyze the impact of quantum noise on our quantum DeepONet.

The paper is organized as follows. We first present the algorithm and architecture of quantum
DeepONet in Section 2. In Section 3, we illustrate the ideal quantum simulation results of dif-
ferent applications of our quantum DeepONet. Then we investigate quantum noise and show the
performance of the quantum DeepONet under two different noise models in Section 4. Finally, we
conclude our work and discuss the limitations in Section 5. The background concepts related to
quantum computing is provided in Appendices A and B.
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2 Methods

In this section, we first introduce a specific quantum circuit for network layers in Section 2.1,
referred to as “quantum layers”, which are designed for constructing quantum orthogonal neural
networks in Section 2.2. Building on these foundations, we propose a novel quantum DeepONet
structure by synthesizing multiple quantum layers in Section 2.3. The training method and loss
function are detailed in Section 2.4. Furthermore, in addition to data driven training, we also
propose to use physics-informed loss function, developing quantum physics-informed DeepONet
(QPI-DeepONet) in Section 2.5.

2.1 Quantum methods for network layers

A classical neural network layer, with the input x ∈ Rn and output x′ ∈ Rm, takes the form
x′ = σ(Wx+ b). Here, W ∈ Rm×n represents the weight matrix, b ∈ Rm is the bias, and σ is the
activation function. As demonstrated by Ref. [46], the matrix multiplicationWx can be accelerated
by substituting the classical matrix multiplication with quantum matrix multiplication. The neural
network layer accelerated by this quantum algorithm is referred as a quantum layer. We provide
a detailed explanation of each step of a quantum layer, beginning with an introduction to the
basic gate, the reconfigurable beam splitter (RBS) gate, used in our method (Section 2.1.1). The
whole process involves three key steps to handle classical data on a quantum computer: (1) loading
the classical data onto the quantum circuit (Section 2.1.2), (2) performing matrix multiplication on
quantum computer (Section 2.1.3), and (3) converting the resulting quantum data back into classical
data (Section 2.1.4). We summarize and provide the complexity of each step in Section 2.1.5.

2.1.1 Reconfigurable beam splitter gate

We first introduce reconfigurable beam splitter (RBS) gate [46] as a basic tool used in our quantum
layer:

URBS(θ) =




1 0 0 0
0 cos θ sin θ 0
0 − sin θ cos θ 0
0 0 0 1


 ,

where its basis-gate decomposition is illustrated in Appendix A. It is basically performing rotation
operation on state |01⟩ 7→ cos θ |01⟩ − sin θ |10⟩ and |10⟩ 7→ − sin θ |01⟩ + cos θ |10⟩, while leaving
|00⟩ and |11⟩ unchanged. By carefully designing the circuit using RBS gates and setting θ to
required value, we efficiently load data (Section 2.1.2) and perform specialized matrix multiplication
operations (Section 2.1.3).

2.1.2 Loading classical data input

For a classical vector x ∈ Rn, to perform operations on quantum computers, this classical vector
must be converted into a quantum state. It is essential to ensure that the norm ∥x∥2 = 1, as
required by the probabilistic nature of quantum mechanics.

If the condition is not met, normalization should be performed. For the first quantum layer
in the neural network, to avoid losing information of input data during normalization, we append
an additional dimension to x, which keeps the norm of x at 1 and in the meantime store the
information of the original norm of x. In detail, each element of x is first rescaled to the range

[−1, 1]. Then the value
√

1−∑
i x

2
i /d is assigned to the new dimension, where d represent the
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Figure 1: The circuits of a quantum layer. A quantum layer is composed of data loading, pyra-
midal circuit, and tomography. An ancillary qubit is included for the purpose of tomography. The
vertical lines represent the two-qubit RBS gates, while the θ1 and αi correspond to the parameter
of the gate. We provide the example of data loader for loading the classical vector x ∈ R4 with
∥x∥2 = 1. We demonstrate quantum pyramidal circuit using all of the seven examples. W ∈ R4×4,
W ∈ R4×3, and W ∈ R3×4 share the same pyramidal circuit. The following circuit are other
examples of m ̸= n cases: W ∈ R4×2, W ∈ R4×1, W ∈ R2×4 and W ∈ R1×4.
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original dimensionality of x. This procedure can be viewed as data preprocessing before training,
transforming the original x into 



x1
x2
. . .
xm√

1−∑
i x

2
i /d



,

where xi is the ith element of x. For subsequent quantum layers in the neural network, we simply
dividing x by ∥x∥2 before loading the data.

The circuit for loading data is shown in Fig. 1 bottom. If m = n, the quantum circuit we adopt
will have n qubits, initialized such that the first qubit is at state |1⟩, while remaining qubits are
|0⟩. Then we apply a series of RBS gates parameterized by (α1, α2, . . . , αn−1), where

α1(x) = arccos (x1) ,

α2(x) = arccos
(
x2 sin

−1(α1)
)
,

α3(x) = arccos
(
x3 sin

−1(α2) sin
−1(α1)

)
,

and so on. This sequence of operations converts the initial quantum state to

|x⟩ = cosα1 |10 . . . 0⟩+ sinα1 cosα2 |01 . . . 0⟩+ . . .+ sinα1 sinα2 . . . sinαn−1 |00 . . . 1⟩
= x1 |10 . . . 0⟩︸ ︷︷ ︸

|e1⟩

+x2 |01 . . . 0⟩︸ ︷︷ ︸
|e2⟩

+ . . .+ xn |00 . . . 1⟩︸ ︷︷ ︸
|en⟩

On the other hand, when input and output dimensions are different (n ̸= m), the number of qubits
required in the circuit will be max(m,n). If n > m, the data is loaded onto all of the n qubits.
Conversely, if n < m, the classical vector x is loaded on to the bottom n qubits in the circuit,
leaving upper m− n qubits at |0⟩.

2.1.3 Quantum pyramidal circuit

When classical data x is loaded onto the quantum circuit, matrix multiplication y = Wx can
be performed in quantum space, where y ∈ Rm. Here we adopt the quantum pyramidal circuit
proposed in Ref. [46]. Such pyramidal circuit features orthogonal matrix multiplication, i.e., the
corresponding W is orthogonal.

We first introduce the quantum pyramidal circuit for m = n cases. The basic idea of this
method is to decomposes the orthogonal matrix W into a series of rotation matrices, which can be
represented by RBS gates. These decomposed rotation matrices can be parameterized with angles
θ1, θ2 . . . , θd, where d = n(n− 1)/2. All of the parameterized RBS gates are arranged in a pyramid
configuration. We take the W ∈ R4×4 matrix in Fig. 1 as an example. This circuit conducts the
following operation on the loaded vector x:

y =




Cθ1 Sθ1

−Sθ1 Cθ1

1
1







1
Cθ2 Sθ2

−Sθ2 Cθ2

1







Cθ3 Sθ3

−Sθ3 Cθ3

Cθ4 Sθ4

−Sθ4 Cθ4







1
Cθ5 Sθ5

−Sθ5 Cθ5

1







Cθ6 Sθ6

−Sθ6 Cθ6

1
1




︸ ︷︷ ︸
W

x,

where Cθj and Sθj are cos θj and sin θj for any j, respectively. Therefore, the resulting quantum
state is

|y⟩ = |Wx⟩ =
∑

ij

Wijxi |ej⟩ .
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If m ̸= n, the construction of pyramidal circuit is the same as Ref. [46]. Examples of this
include W ∈ R4×1, W ∈ R1×4 and so on, as shown in Fig. 1. Note that for |m− n| = 1 cases, the
pyramidal circuit is the same as m = n cases. However, due to the difference in data loading and
tomography process, the quantum layer is actually distinct.

2.1.4 Tomography for extracting classical output

After performing matrix multiplication in quantum space, it is necessary to convert the quantum
information back to classical form for further processing, such as adding bias and applying non-
linear transformation. This process is known as tomography. Tomography could commonly be
expensive when extract complete information from quantum states [47, 48, 49]. However, in our
method, the usage of unary state sparsely encodes information in Hilbert space and provides a
feasible, cheap, and efficient tomography method. This tomography method, proposed by Ref. [46],
is illustrated in Fig. 1 middle.

Here, exactly one qubit is in state |1⟩ and all others are in state |0⟩, where state is referred to as
“unary state”. For simplicity, the jth unary state is denoted as |ej⟩. Therefore, the information of
x is encapsulated in |x⟩ represented as the superposition of these unary states. Once data is loaded
into the superposition of unary states, all of our subsequent operations, which utilize the RBS
gate and only include transformations between |ej⟩ states, are effectively confined to these unary
states. This implies that the unary subspace throughout entire process, allowing us to employ the
tomography.

We introduce an ancillary qubit and implement a Hadamard (H) and a CNOT gate between
the ancillary qubit and the first data loader qubit before loading data (see Appendix A for the
definition of gates). After the pyramid gate, the circuit performs an adjoint operation of the data

loader of a uniform norm-1 vector
(

1√
r
, 1√

r
, . . . , 1√

r

)
, where r = max(m,n) represents the number

of qubits excluding the ancillary qubit. This is followed by an X gate and CNOT gate.

Finally, we load
(

1√
r
, 1√

r
, . . . , 1√

r

)
and a Hadamard gate. In this way, the output can be

represented by

yj =
∑

i

Wijxi =
√
r(Pr[0, ej ]− Pr[1, ej ]), (1)

where Pr[ξ, ej ] means the the ancillary qubit is measured as a classical bit ξ, for ξ ∈ {0, 1}, and
the rest qubits are measured as ej . As a result, the value of

∑
iWijxi can be simply computed

from the probabilities of |0, ej⟩ and |1, ej⟩ for all needed j.
If the input dimension is larger than the output dimension (m > n), the tomography circuit is

still the same, but only the information of bottom m qubits are finally considered. In other words,
the ej in Eq. (1) refers to jth unary state for the bottom m qubits. Consequently, the output∑

iWijxi is restricted to size m.

2.1.5 Summary and remarks

In conclusion, the structure of a complete quantum layer is shown in Fig. 1. The number of qubits
needed is n+1 for W ∈ Rn×n, in which bottom n qubits are used to store information and perform
operations, while the top 1 qubit is included for tomography purpose. Sequentially, we implement
data loading, pyramidal circuit and tomography, and thus complete the matrix multiplication in
quantum space.
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Complexity. Quantum layers can accelerate the feedforward pass, achieving a complexity of
O(n/δ2). Here, δ is the threshold for the tomography error. The complexities of other components
of quantum layers are shown in Table 1.

Table 1: Complexity of each step of a quantum layer. Here, n is the input dimension, and δ
represents the threshold for the tomography error.

Operation Doading input data Quantum pyramidal circuit Extracting output

Complexity O(n) O(n) O(n/δ2)

2.2 Quantum orthogonal neural network

By integrating multiple quantum layers, we can construct a quantum orthogonal neural network
(QOrthoNN). The input vector goes through a linear transformation in quantum space and is then
measured and convert to classical space (Fig. 2). Although not shown in the diagram, we add
bias and apply non-linear transform thereafter. We proceed to the next layer and perform similar
process. The sequence can be repeated several times until we reach the last layer, which consists
solely of a classical linear transform. The dimension and norm of the quantum neural network
output of is determined by the output layer, giving that former quantum layers always constrain
the norm of processed vector to be 1.

The comparison between the classical orthogonal neural network and the standard neural net-
work is presented in Table 2. By “classical orthogonal neural network” (OrthoNN), we refer to
a classical neural network that adopts the same mathematical formulation as QOrthoNN. This
network is designed to facilitate the training of QOrthoNN, which will be further explained in
Section 2.4. OrthoNN benefits from the properties of orthogonality, such as improved accuracy
and better convergence during training [50, 51], while maintaining the same asymptotic running
time as a standard neural network. While OrthoNN and standard neural network both have a
quadratic dependency on the input dimension n for the forward pass, the QOrthoNN only requires
a linear dependency, achieving a quadratic improvement in the input dimension. This reduction in
computational complexity is particularly beneficial in scenarios where the input dimension is large
and frequent evaluations are required.

Table 2: Comparison of complexity for three networks. n and δ represent the input dimension
and threshold for the tomography error, respectively.

Algorithm Feedforward pass Weight matrix update

Quantum orthogonal neural network (QOrthoNN) [46] O(n/δ2) –

Classical orthogonal neural network (OrthoNN) [46] O(n2) O(n2)

Standard neural network O(n2) O(n2)

2.3 Quantum DeepONet

DeepONet is a neural network architecture that aims to learn operators mapping between two
infinite-dimensional function spaces. The most popular application of DeepONet is solving PDEs.
Our goal is often to predict functions satisfying the PDEs under varying conditions, which could
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Figure 2: Architecture of quantum DeepONet. DeepONet consists of two subnetworks: the
branch net and the trunk net. In quantum DeepONet, we replace these with QOrthoNN, which is
composed of several quantum layers arranged sequentially. The nonlinear operations are performed
on classical computers.
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be the initial conditions, boundary conditions or coefficient fields of the PDEs. We define the input
function v ∈ V over the domain D ⊂ Rd as

v : D ∋ x 7→ v(x) ∈ R,

and similarly, we define the output function u ∈ U over D′ ⊂ Rd′ , which is described as

u : D′ ∋ ξ 7→ u(ξ) ∈ R.

Suppose V and U are Banach spaces, and consider a parametric PDE taking the form

N (v, u) = 0,

where N is a differential operator. The mapping between the input function space V and output
function space U is defined the operator:

G : V ∋ v 7→ u ∈ U .

DeepONet, therefore, is used to approximate G.
A DeepONet includes a branch net and trunk net, each with an equivalent number of output

neuron, denoted by p. The branch and trunk nets can adopt arbitrary architectures, like fully
connected neural network (FNN), convolutional neural network (CNN), recurrent neural network
(RNN), and residual neural network (ResNet). A diagrammatic representation of DeepONet is
illustrated in the center of Fig. 2. The branch network receives the input function evaluated at a
discrete set of points {z1, z2, . . . , zq}, represented by [v(z1), v(z2), . . . , v(zq)]. The trunk net is fed
with the location ξ at which the output function is evaluated, which can include both time and space
coordinates. The outputs of the branch and trunk networks are denoted by [b1(v), b2(v), . . . , bp(v)]
and [t1(ξ), t2(ξ), . . . , tp(ξ)]. Thus, the final output of DeepONet is the sum of the dot product of
the branch and trunk network outputs and a bias b0 ∈ R, y expressed as

G′
θ(v)(ξ) =

p∑

k=1

bk(v)tk(ξ) + b0,

where G′ denotes the learned approximation of operator G, and θ is the trainable parameter of the
network.

In this work, we propose a modification to the DeepONet framework by replacing the conven-
tional branch and trunk networks with QOrthoNN (Fig. 2). We refer to the resulting model as
quantum DeepONet.

2.4 Training quantum DeepONet

Up to this point, we have introduced QOrthoNN and the quantum DeepONet, but we have not yet
discussed the training process of these quantum networks. Adapting the backpropagation scheme
from Ref. [46] for the pyramidal circuit, we train the network on classical computers, utilizing a
classical orthogonal neural network (OrthoNN) that shares the same mathematical expression as
QOthoNN. After training, we substitute the angular parameters of the RBS gates in the quantum
circuits with trained paramters during the evaluation phase. It is during this evaluation phase on
quantum computers that we anticipate significant acceleration benefits.

For data-driven training of quantum DeepONet, we sample N distinct input functions {v(i)}Ni=1

from V, and Q locations {ξ(i)j }Qj=1 for each input function v(i) as the inputs of training dataset. The
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corresponding solution G(v(i))(ξ(i)j ) is taken as the label of training dataset. The loss of DeepONet
can therefore be expressed as

Loperator(θ) =
1

NQ

N∑

i=1

Q∑

j=1

∣∣∣G′
θ(v

(i))(ξ
(i)
j )− G(v(i))(ξ(i)j )

∣∣∣
2
. (2)

To summarize, the workflow of our quantum method is divided into three distinct phases:

• Training quantum DeepONet on classical computer;

• Transferring of parameters to quantum layer;

• Execution on quantum computer or simulator for evaluation.

2.5 Quantum physics-informed DeepONet

We further introduce physics-informed loss term during training,

Lphysics(θ) =
1

NQ

N∑

i=1

Q∑

j=1

∣∣∣N
(
v(i),G′

θ(v
(i))(ξ

(i)
j )

)∣∣∣
2
.

The total loss function is therefore

L(θ) = Lphysics(θ) + Loperator(θ),

where Loperator has the same definition as Eq. (2). In PI-DeepONet, Loperator only includes the initial
conditions and boundary conditions. We name such architecture as quantum physics-informed
DeepONet (QPI-DeepONet). By introducing the physics information into our network, we can
reduce the demand of data and even train the network in the absence of solution input-output pairs.
In evaluation stage, QPI-DeepONet follows the same procedure as ordinary quantum DeepONet.

In some cases, we can embed boundary conditions into the network architecture, known as hard
constrain [52]. For example, to enforce Dirichlet BCs Gθ(v)(ξ) = g(ξ) for ξ ∈ ΓD, we can construct
the quantum DeepONet output as

G′′
θ(v)(ξ) = g(ξ) + ℓ(ξ)G′

θ(v)(ξ),

where G′
θ(v)(ξ) is the output of vanilla quantum DeepONet, and ℓ(ξ) satisfy

{
ℓ(ξ) = 0, ξ ∈ ΓD,
ℓ(ξ) > 0, otherwise.

For periodic boundary condition, e.g., G(v)(ξ) is periodic with respect to ξ of the period P in 1D,
we can directly substitute trunk input ξ with Fourier basis

{1, cos(ωξ), sin(ωξ), cos(2ωξ), sin(2ωξ), . . .}

with ω = 2π/P .
The branch inputs of DeepONet are often high-dimensional to include the information of input

functions, especially for less smooth v, more sensors are needed [13]. Here we apply principal
component analysis (PCA) to reduce input dimension [53].
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3 Ideal quantum simulation results

To demonstrate the efficacy of our method, we first use QOrthoNN to approximate certain functions
(Section 3.1). Subsequently, we move to the application of quantum DeepONet on learning ODE
and PDE problems, including the antiderivative operator (Section 3.2), advection equation (Sec-
tion 3.3), and Burgers’ equation (Section 3.4). Finally, we test QPI-DeepONet using antiderivative
operator and Poisson’s equation (Section 3.5).

We implement the classical training by using the library DeepXDE [8]. After classical training
on OrthoNN, we extract the weights and biases and construct a quantum version incorporating
quantum layers, applying Qiskit [54] for quantum simulation. It is important to note that, in
this section, we adopt an idealized scenario during quantum simulation. This approach exclude
any quantum and statistical noise, aiming to assess the theoretical accuracy and performance of
the quantum model. The hyperparameters of neural networks and L2 relative errors of differ-
ent examples are summarized in Table 3. The code of all examples are published in GitHub
(https://github.com/lu-group/quantum-deeponet).

Table 3: The default parameters and test error for different examples of quantum
DeepONet. For quantum DeepONet, the first number in the “Depth” column is the depth of
branch net, and the second number is the depth of trunk net. The same for the “Activation”
column.

Example Depth Width Activation Learning rate Iteration Error

§3.1 Function 1 3 3 Tanh 0.0001 5× 104 0.15%
§3.1 Function 2 4 10 ReLU 0.0005 4× 104 1.49%
§3.2 Antiderivative (l = 1.0) [2,2] 10 ReLU, ReLU 0.001 3× 104 0.49%
§3.2 Antiderivative (l = 0.5) [2,2] 20 ReLU, ReLU 0.001 3× 104 0.84%
§3.3 Advection [7,7] 21 SiLU, SiLU 0.0005 4× 104 2.25%
§3.4 Burgers’ [6,6] 20 SiLU, SiLU 0.0005 3× 104 1.38%

3.1 Function approximation

In this section, we adopt two functions to test the accuracy of QOrthoNN. We first consider a
function

Function 1: f(x) =
1

1 + 25x2
, x ∈ [−1, 1]

and approximate it using OrthoNN and the normalization mentioned in Section 2.1.2. We choose
80 points for training and 100 points for testing, where x is uniformly sampled in [−1, 1]. Specially,
for this example, we use tanh activation function to circumvent the “dying ReLU” problem [55],
which is particularly relevant here given the small width of the network.

For this function 1, we can achieve a small L2 relative error of 0.149% for testing set after training
classically. Following classical training, we construct QOrthoNN using the pyramid quantum circuit
according to the classically training parameter. The ideal quantum simulation yields an error
identical to classical training: 0.149% (Fig. 3A). Essentially, OrthoNN and QOrthoNN are the
same neural network, differing only in their prediction methods—one is executed on a classical
computer, while the other is run on a quantum simulator.
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Figure 3: Quantum simulation result of function predictions. The black, red and blue lines
represent the reference solution, classical prediction of OrthoNN, and ideal quantum simulation
result of QOrthoNN, respectively. (A) Results for f(x) = 1/(1 + 25x2). (B) Results for f(x) =∑4

k=1 sin(kx).

Then, we consider a more complex case for function approximation:

Function 2: f(x) =
4∑

k=1

sin(kx), x ∈ [−π, π].

We use 200 training points, and 100 testing points. Three quantum layers and an output layer
with a width of 10 are adopted in the training. The testing error reaches a low relative error of
1.49% (Fig. 3B), highlighting the proficiency of classical orthogonal FNN and QOrthoNN. The ideal
quantum simulation result is also 1.49%.

3.2 Antiderivative operator

Next we exam quantum DeepONet. We begin with an antiderivate operator:

du(x)

dx
= v(x), x ∈ [0, 1], (3)

with initial condition u(0) = 0. Here, we aim to learn the operator

G : v → u.

To generate the input function v(x), we use Gaussian Random Field (GRF):

v ∼ G(0, kl(x1, x2)),

where kl(xi, xj) = exp(−d(xi,xj)
2

2l2
) denotes the radial basis function (RBF) kernel. In this context,

d(·, ·) is the Euclidean distance between two points and l represents the length scale of the kernel,
which modulates the smoothness of the generated function. Specifically, an increase of the value
of l leads to a smoother generated function. Therefore, we can adjust l depending on our desired
level of function’s complexity.

In this example, we explore two scenarios with different length scales: l = 1.0 and l = 0.5,
corresponding to different size of the network during training. We achieved small errors of 0.49%
and 0.84% in theses two senarios, respetively (see Table 3).
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3.3 Advection Equation

Consider the 1D advection equation:

∂u

∂t
+
∂u

∂x
= 0, x ∈ [0, 1], t ∈ [0, 1],

with initial condition u(x, 0) = u0(x) and periodic boundary condition. Our objective is to learn
the operator that maps u0(x) to the solution u(x, t):

G : u0(x) 7→ u(x, t).

The initial condition u0(x) is sampled from GRF with Exp-Sine-Squared kernel, formulated as

k(xi, xj) = exp
(
− 2 sin2 (πd(xi, xj)/p)

l2

)
.

Here, p is the periodicity of the kernel and is set to 1. We choose l = 1.5 and derive the ground
truth using the analytical solution u(x, t) = u0(x − t). For branch input u0(x), 20 sensors are
uniformly placed (see one example in Fig. 4A left). Regarding trunk input, we employ a grid of
50×50 points, covering the range of x and t. We implement the ResNet architecture in both branch
and trunk nets, which has a formulation of x′ = σ(Wx + b) + x for each layer. This approach
effectively mitigate the issue of gradient vanishing during training. The final test error of classical
prediction reaches 2.25%. Ideal simulation of quantum DeepONet yeilds the same error: 2.25%.
Fig. 4A provides an example of illustrating the ground truth, predictions of quantum DeepONet
and the absolute error between them.

Figure 4: Examples of quantum DeepONet prediction for two PDEs. (A) Advection
equation. (B) Burgers’ equation.

3.4 Burgers’ Equation

Based on the linear advection equation example, we further examine the non-linear 1D Burgers’
equation

∂u

∂t
+ u

∂u

∂x
= ν

∂2u

∂x2
, x ∈ [0, 1], t ∈ [0, 1],
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with initial condition u0(x) and periodic boundary condition, where ν = 0.05 is the viscosity. We
aim to learn the mapping from u0(x) to the solution u(x, t). Additionally, recognizing the periodic
nature of the output function u(x, t), instead of directly input ξ for trunk net, we expand it to
[ξ, cos(2πξ), sin(2πξ), cos(4πξ), sin(4πξ)]. This modification ensures that the output G(u0)(ξ) also
exhibits periodicity. Other neural network settings are the same as Section 3.3, except for the depth
and width. The relative error is 1.38%. The ideal quantum simulation result is the same: 1.38%.
An example of the ground truth and prediction of quantum DeepONet is shown in Fig. 4B.

3.5 Quantum physics-informed DeepONet

In this section, we further show that our quantum DeepONet can also be trained without labeled
data. We choose antiderivative euqation in Eq. (3) for comparison with data driven case in Sec-
tion 3.2. Additionally, 1D Poisson’s equation

∂2u

∂x2
= v(x),

with zero Dirichlet boundary condition is also considered for demonstration. The branch inputs in
both cases are the v(x) in equations, which is generated by GRF with RBF kernel. To facilitate
training and keep PDE residual within reasonable range, in Poisson’s equation, we multiply gen-
erated GRF with a factor of 10 and take the enlarged function as input sample. The boundary
condition is hard constrained using corresponding neural network architecture as mentioned in Sec-
tion 2.5. Zero coordinate shift algorithm [56] is utilized to reduce GPU memory consumption and
training time. During the training, the number of input samples is 10000 with batch size = 2000.
Adam optimizing is used with 2 × 105 iteration. The PDE residual is evaluated at 100 uniformly
distributed points in [0, 1]. During the training, we employed PCA with original dimension 100.
The training result is shown in Table. 4. And ideal quantum simulation results also agree well with
classical training results for all of these examples, shown ”L2 relative error” column.

We also conducted experiments without any dimension reduction techniques. For antiderivative
with initial condition l = 1, using branch and trunk net with depth of 3 and width of 10, the test L2

relative error is 4.05%. For comparison, using the same hyperparameters with PCA, which projects
original 100 dimensions down to 10, resulted in an error of 0.76%. We believe this difference is due
to the critical dependency of QPI-DeepONet on the sampling of input sensors. PCA enables us to
incoporate more information within limited input dimension. The limitations of current quantum
devices compel us to use narrower neural networks, leading to sparse sampling of the branch input.
As derivatives are taken with respect to the inputs, QPI-DeepONet is more sensitive to the input
data.

Table 4: Hyperparameters and training results of QPI-DeepONet for two PDEs with
various input function complexity.

Example Number of PCs Depth Width L2 relative error

Antiderivative (l = 1) 10 [3,3] 20 0.76%
Antiderivative (l = 0.5) 10 [4,4] 20 1.21%
Antiderivative (l = 0.2) 19 [5,5] 20 1.91%
Poisson’s (l = 1) 10 [3,3] 20 0.95%
Poisson’s (l = 0.5) 10 [5,5] 20 1.55%
Poisson’s (l = 0.2) 19 [7,7] 20 2.31%
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4 Effects of noise

Quantum noise is a major obstacle for the practicality of a quantum algorithm in the noisy
intermediate-scale quantum (NISQ) era. It emerges from various sources, including the imper-
fect implementation of quantum operators, undesired environmental or qubit interactions, and
erroneous state preparation or measurement. During the execution of a quantum circuit, the accu-
mulated errors produced by the noise can destroy any information we intend to obtain. Meanwhile,
the inaccuracy resulting from the finite number of measurements can affect the error level and
complexity of the neural network, making it unavoidable in the discussion of the feasibility of our
work on near-term quantum computers. Thus, in Sections 4.1 and 4.2, we first provide a theoretical
analysis of the effects of a well-known noise channel, depolarizing noise, and finite-sampling noise
on the single RBS gate and tomography outputs, respectively. Then, we demonstrate our noisy
simulation results of quantum DeepONet under both types of noise, as well as a more comprehensive
noise model emulating a real IBM quantum computer in Section 4.3.

4.1 Depolarizing noise on a RBS gate

The depolarizing noise is a widely adapted noise channel in analyzing the effects of quantum noise
on variational quantum circuits [41, 57, 42, 58]. We provide a closer look at how depolarizing noise
affects a QOrthoNN consisting of a single RBS gate and the influence of the parameter value of the
gate on the level of error induced by the noise. Note that the statevector representation becomes
insufficient to depict the quantum system under the influence of quantum noise. Hence, we utilize
a density matrix to describe a quantum state and present a brief introduction to its definition and
computation in Appendix B. The specific type of noise in our interest is depolarizing noise. The
n-qubit depolarizing channel has the expression [59]

E(ρ) = (1− λ)ρ+ λ
I(2

r)

2r
, (4)

where ρ is an arbitrary r-qubit density matrix and I(2
r) is a 2r-by-2r identity matrix. Specifically,

in a 2-qubit case, Eq. (4) is equivalent to

E(ρ) = (1− λ)ρ+ λ
I(4)

4

= (1− λ)ρ+
λ

16

∑

i,j∈[4]
(Li ⊗ Lj)ρ(Li ⊗ Lj), (5)

where L = {X,Y, Z, I} is the set of Pauli matrices and the 2-by-2 identity matrix I. In other words,
the effect of 2-qubit depolarizing noise means there is 1− 15λ/16 chance that the state ρ remains
unaffected and an equal chance to have each of 15 different kinds of 2-qubit Pauli noise happens on
the state ρ. To further show the influence of a noisy RBS gate, we consider the noise model where
a noiseless RBS gate is first applied on the state ρ, then a depolarizing channel follows, and the
resultant state is ρ′. In particular, we have

ρ′ = E
(
URBSρU

†
RBS

)

= (1− λ)
(
URBSρU

†
RBS

)
+

λ

16

∑

i,j∈[4]
(Li ⊗ Lj)

(
URBSρU

†
RBS

)
(Li ⊗ Lj). (6)
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However, the difference between ρ and ρ′ is not in our interest since only the 2nd, and the 3rd

elements of the diagonals of ρ and ρ′ contain the information we need. So, we put the further
discussion into a QOrthoNN scenario.

Define normalized input vector is x = (x1 x2)
T ∈ R2, x21 + x22 = 1, and the vector after the

linear transformation is y =Wx. Let y′ denote the noisy version of y due to the depolarizing noise
in a RBS gate and ·◦2 represent the Hadamard (element-wise) square. Because we only encode the
entry values of x and y on the coefficients of |01⟩ and |10⟩, the vector y◦2 is the vector consists

of the 2nd and 3rd elements of the diagonal of URBSρU
†
RBS and

(
y◦2)′ is the vector of 2nd and 3rd

elements of the diagonal of ρ′.
Define function diag : Rr×r → Rr extract the diagonal of a matrix into a vector. In this case,

the density matrix ρ is

ρ =




0
x1
x2
0


 (0 x1 x2 0) =




0 0 0 0
0 x21 x1x2 0
0 x1x2 x22 0
0 0 0 0


 , (7)

and

y◦2 =
(
y21
y22

)
=


diag

(
URBSρU

†
RBS

)
2

diag
(
URBSρU

†
RBS

)
3


 =

(
(x1 cos θ + x2 sin θ)

2

(−x1 sin θ + x2 cos θ)
2

)
.

Combining Eqs. (6) and (7), the noisy output is

(
y◦2)′ =

(
(y′1)

2

(y′2)
2

)
=

(
diag (ρ′)2
diag (ρ′)3

)

=
1

4

(
λ (−x1 sin θ + x2 cos θ)

2 − 3λ (x1 cos θ + x2 sin θ)
2 + 4 (x1 cos θ + x2 sin θ)

2

4 (−x1 sin θ + x2 cos θ)
2 − 3λ (−x1 sin θ + x2 cos θ)

2 + λ (x1 cos θ + x2 sin θ)
2

)
.

Determining the sign of each entry of y and y′ requires an additional tomography step, as shown
in Fig. 1, which could have noise on itself. For simplicity, we only compute L2 relative error of |y|,
∥|y| − |y′|∥2

∥|y|∥2
= ∥|y| − |y′|∥2 =

√
(|y1| − |y′1|)2 + (|y2| − |y′2|)2

=
1

2

√√√√√√√√

(√
−3λ (x1 sin θ − x2 cos θ)

2 + λ (x1 cos θ + x2 sin θ)2 + 4 (x1 sin θ − x2 cos θ)
2 − 2 |x1 sin θ − x2 cos θ|

)2

+

(√
λ (x1 sin θ − x2 cos θ)

2 − 3λ (x1 cos θ + x2 sin θ)2 + 4 (x1 cos θ + x2 sin θ)2 − 2 |x1 cos θ + x2 sin θ|
)2

,

(8)

as |y| is a normalized vector. The reverse triangle inequality guarantees the L2 relative error of y
is always lower-bounded by that of |y|

∥|y| − |y′|∥2
∥|y|∥2

=
√
(|y1| − |y′1|)2 + (|y2| − |y′2|)2 ≤

√
(y1 − y′1)

2 + (y2 − y′2)
2 = ∥y − y′∥2 =

∥y − y′∥2
∥y∥2

.

Also, Eq. (8) is a periodic function with respect to θ in a period of π/2. The value of λ
controls the amplitude of the function. We numerically illustrate this expression in Fig. 5 with
x1 = x2 = 1/

√
2 for λ = 0.1 and λ = 0.05. To show that our computation is consistent with

the noise model in Qiskit Aer, we also provide the estimations from the samples in the Qiskit Aer
simulator with simulated depolarizing noise models. Each data point in the simulated case in Fig. 5
is the average of 100,000 samples from the simulator. Note that y and y′ are non-negative for all
λ and θ in Fig. 5, so the plot is for the L2 relative error of y instead of just |y|.
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Figure 5: Errors of the output vector, y, due to the 2-qubit depolarizing noise on a
single RBS gate as a function of the angle of the RBS gate, θ. The initial state in the

circuit is
[
0, 1/

√
2, 1/

√
2, 0

]T
. Each simulated data point is averaged from 100,000 samples in the

Qiskit Aer simulator with a simulated depolarizing noise model.

4.2 Finite-sampling noise in tomography

In the tomography step, the probabilities Pr[0, ej ] and Pr[1, ej ], for j ∈ {1, ..., r}, are estimated
from the frequencies of measurement outcomes, where n is the input vector dimension, m is the
output vector dimension, and r = max(m,n). This results in an additional error on the estimation
of output vector y caused by the finite number of measurements (shots). Let q(0,j) be the probability
of measuring |0, ej⟩ in tomography layer and q̂(0,j) is the estimated value from Nshot shots. We want
to estimate the size of finite-sampling error by first calculating the standard deviation of q̂(0,j).

Let Z
(0,j)
k be a Bernoulli random variable

Z
(0,j)
k =

{
1 , if measures |0, ej⟩ in kth shot with probability q(0,j)

0 , otherwise

and S(0,j) =
∑Nshot

k=1 Z
(0,j)
k is a Binomial random variable. Thus, we have

q̂(0,j) =
S(0,j)

Nshot
.

Since the variance of S(0,j) is Var
[
S(0,j)

]
= Nshotq

(0,j)
(
1− q(0,j)

)
, we have

Var
[
q̂(0,j)

]
= Var

[
S(0,j)

Nshot

]
=
q(0,j)

(
1− q(0,j)

)

Nshot
. (9)

Similarly, define q̂(1,j) be the probability of measuring |1, ej⟩ in tomography layer and q̂(1,j) is its
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estimation from Nshot shots. We can obtain the variance of q̂(1,j) similar to Eq. (9). It is clear that

Cov
[
q̂(0,j), q̂(1,j)

]
=

1

N2
shot

Nshot∑

k=1

Nshot∑

l=1

E
[
Z

(0,j)
k Z

(1,j)
l

]
− E

[
S(0,j)

Nshot

]
E

[
S(1,j)

Nshot

]

=
1

N2
shot

N2
shotq

(0,j)q(1,j) − q(0,j)q(1,j)

= 0.

With Eq. (1), the standard deviation of the estimated yj is

Std [yi] = Std
[√
r(Pr[0, ei]− Pr[1, ej ])

]

=
√
r
√

Var
[
q̂(0,j)

]
+Var

[
q̂(1,j)

]
− 2Cov

[
q̂(0,j), q̂(1,j)

]

=

√
r√

Nshot

√
q(0,j)

(
1− q(0,j)

)
+ q(1,j)

(
1− q(1,j)

)

∝
√
r√

Nshot
, (10)

where q(0,j), q(1,j) ∈ [0, 1]. In conclusion, the finite-sampling error on the estimation of output
vector y ∈ Rr is proportional to N−0.5

shot when r is relatively small compare to Nshot.

4.3 Noisy simulation results

In our subsequent research, we adapt two types of noise models to assess the accuracy of quantum
layers under noisy conditions. The first approach, named as simplified noise model, incorporate only
1-qubit and 2-qubit depolarizing noise channels on all basis gates. The goal of using this model is to
examine the noise resilience of QOrthoNN circuits and the effects of our error mitigation technique
on this extensively researched noise channel. In the experiments, we select several different values
for 1-qubit noise parameter λ, as in Eq. (4), and set the 2-qubit noise parameter λ′ := 0.8λ. This
is to guarantee both noise channels have the same error rate. Recall Eq. (4), 1-qubit depolarizing
noise channel has the expression

Edep(ρ) = (1− λ)ρ+ λ
I

2
=

(
1− 3

4
λ

)
ρ+

λ

4
(XρX + Y ρY + ZρZ) .

So the error-free probability is 1 − 3
4λ. We can also see the error-free probability for a 2-qubit

depolarizing noise channel is 1 − 15
16λ

′ in Eq. (5). Thus, setting λ′ = 0.8λ makes two probabilities
equal. In our experiments, we choose the values of λ from 0 to 2× 10−3 since the gate error rates
on real IBMQ quantum computers are in the similar scale, as shown in Table 5.

Table 5: 1-qubit basis gate error rates among all qubits on selected IBMQ quantum
computers (data collected on May 21, 2024 [60]).

ibm osaka ibm brisbane ibm sherbrooke ibm torino

Average 1.37× 10−3 6.29× 10−4 2.07× 10−4 1.53× 10−3

Median 2.68× 10−4 2.38× 10−4 5.08× 10−4 3.52× 10−4

While the first approach aims to an direct and intuitive evaluation on the accuracy of QOrthoNN
under a noisy environment, depolarizing noise is insufficient to fully reflect the noise in real quantum
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computers and the 2-qubit gates usually have less fidelity than 1-qubit gates [61, 62, 63]. To fill this
gap, we also carry experiments with the second approach: the backend-noise model from Qiskit
Aer [54, 64]. The backend-noise model is in composite of

• measurement noise: emulated by classical 1-qubit bit-flip error in the measurement;

• gate noise: emulated by the combination of 1-qubit depolarizing error and thermal relaxation
error, while the 2-qubit error operator is the tensor product of 1-qubit error operators.

The parameters of backend-noise model comes from the regular benchmarking tests performed by
the device vendor. By comparing these models, we can identify the feasibility of our quantum
neural network and provide benchmarks for the improvement of near-term quantum computers.

We use the same error mitigation method in [46], where only unary measurement outcomes
are kept and all the other non-unary outcomes are discarded. This technique is a benefit of unary
encoding. The effect of this error mitigation method will be shown in Section 4.3.2.

4.3.1 Function approximation

To demonstrate the impact of quantum noise, we first choose the most simple example of function
approximation f(x) = 1/(1 + 25x2), x ∈ [−1, 1] mentioned in Section 3.1 function 1. All of the
following results are calculated in a Qiskit simulator.

We investigate the impact of finite-sampling error by varying the number of shots, Nshot, i.e.,
how many times we do the measurement to reconstruct the quantum state. The error with respect
to true function value decrease when we increase number of shots (Fig. 6A). In this example, when
number of shots reaches 108, shots-based simulation result is close to ideal simulation result. We
further analysed the error between shots-based and ideal simulation, which is exactly the finite-
sampling error (Fig. 6B). The finite-sampling error is proportional to N−0.5

shot , which fits perfectly
with Eq. (10).

We further included depolarizing error to estimate the affect of quantum gate noise. Recalling
Eq. (4), by adjusting the value of λ, we can determine the necessary capabilities that future quantum
computers must achieve to maintain a reasonable error margin. When λ is within [0, 2 × 10−4],
the error increases almost linearly with λ (Fig. 6C). When we expand the range to [0, 2 × 10−3]
(Fig. 6), the error increases non-linearly and reaches a plateau at approximately λ = 10−3.

In order to simulate the performance of our quantum neural network on real quantum computer,
we adapt the backend noise model in Qiskit. Here, we choose IBM brisbane backend, loading the
corresponding noise parameters for simulation. The error turns out to be 14.4%, suggesting some
more sophisticated error mitigation methods are needed. Since the scale of error is already too
large in the simplest QOrthoNN experiment, the backend-noise model will not be tested in further
experiments.

4.3.2 Antiderivative operator

The impact of quantum noise on quantum DeepONet is also investigated using the antiderivative
operator example (Section. 3.2) when l = 1.0 (Fig. 7). Specifically, the finite-sampling error follows
a zero-mean distribution (Fig. 7A), and the scale of which is proportional to N−0.5

shot , as expected in
Eq. (10). When depolarizing quantum noise is considered, the error mitigation method discussed
at the beginning of Section. 4 can be applied. Although error mitigation helps eliminate undesired
results caused by quantum noise, it also reduces the number of shots that are ultimately usable.
It’s obvious that

useful shots ≈ C × total shots,
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Figure 6: Effect of quantum noise on function approximation example of f(x) = 1/(1 +
25x2). (A and B) Finite-sampling noise at different number of shots. (A) L2 error between shots-
based results and true function with different shots, compared with ideal simulation. (B) L2 error
between shots-based and ideal simulation. (C) Depolarizing noise model for different depolarizing
parameter. In both cases, number of shots is set to be 107.
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Figure 7: Effect of noise on quantum DeepONet for the example of antidetivative oper-
ator. (A) L2 relative error between finite shots and infinite shots results for different layers. (B)
Proportion of useful shots in total shots at different depolarizing noise level λ when implementing
error mitigation. (C and D) L2 error between simulation results at different depolarizing level λ
and true solution. (C) Error mitigation is used. (D) Error mitigation is disabled. (E and F) The
error for different neural network size. We set λ = 10−4 for all gates and fixed the number of shots
at 107. For each neural network sizes, we performed classical training 5 times until the test error
is reduced to 3%. Each training run is quantumly simulated 3 times. The average and uncertainty
of these noisy simulation results were then calculated. (E) The network depth of both the branch
and trunk nets is fixed at 5, while the width of both is varied simultaneously. (F) The network
width of both the branch and trunk nets is fixed at 10, while the depths of both networks are varied
simultaneously.
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with C = 1.0 when λ = 0. The parameter C decreases as λ increases (Fig. 7B) because higher
levels of noise produce more unreasonable results.

Our problem-specific error mitigation scheme significantly reduces the error in noise cases with
both finite-sampling and depolarizing noise, comparing Fig. 7C with D. In Fig. 7C, where we do
not use error mitigation and directly accept all of the unary and non-unary results, the error barely
reduce as number of shots increases. This is due to the fact that, by contracting the scales of
errors in Figs. 7A and 7D, the finite-sampling error is relatively insignificant under the influence
of depolarizing error. Therefore, increasing shots, which only reduce the finite-sampling error,
does not work well. With error mitigation, due to the lowest overall error level, the decreasing of
finite-sampling is more obvious in the plots (Fig. 7D).

We also investigated how the network size can affect the error of noisy model (Fig. 7E and F).
For each neural network size, we performed classical training 5 times. The networks were trained
uniformly until the test error was reduced to 3%. For each training run we quantum simulated 3
times. The parameters of simulations included 107 shots and λ = 10−4 for depolarizing noise. It
is important to note that even though the test error remained the same across classical training
runs, the noisy simulation results varied. We believe this variation arises because the network
converge to different parameter values in each training run, leading to different levels of error
due to depolarizing noise. This observation aligns with our discussion in Section 4.1 about how
the parameters of RBS gates influence the magnitude of errors. By comparing the two plots, we
conclude that the error increases almost exponentially with increasing network depth. In contrast,
when only the width is increased, the error shows minimal growth within our experiment range.
Therefore, quantum DeepONet shows resilience to noise with respect to network width . Therefore,
in practice, to minimize quantum noise, it is advisable to opt for wider rather than deeper neural
networks.

5 Conclusions

We proposed Quantum DeepONet, which can be both data driven and physics-informed. Exper-
imental results was conducted to confirm that Quantum DeepONet perform efficiently in solving
different PDEs. We further considered the impact of quantum and finite-sampling noise in simula-
tion, and benchmarked the noise level and corresponding accuracy.

There are a few limitations in our current implementation. Based on the unary encoding, the
Quantum DeepONet currently could not handle large network width due to the limitation on the
number of qubits and connectivities in the existing quantum devices, and the in-effectiveness of
simulation on classical computers.

However, although such demand on the number of qubits can be greatly reduced by giving
up the unary encoding, the rising cost of data loading and data tomography resulting from this
change will require further analysis. On the other hand, in the noise simulation, both tested noise
models do not include coherent noise and non-local noise such as cross-talk. The effects of a more
complicated and realistic noise model is needed to examine the noise resilience of our design.

Additionally, our future work will explore extending Quantum DeepONet to accommodate more
complex architectures [65, 66], which will allow us to address a broader range of applications and
increase the model’s utility.
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A Model of quantum computing

Our work utilizes the quantum circuit model. It is an analogy to the classical circuit where a
series of gates are conducted to perform computation. For a basic quantum circuit, there are
three components: an initial quantum state, a series of quantum gates, and measurements. The
initial state stores the initial information, which is then changed by the sequence of quantum gates.
After the computation, the state is measured to get classical bits as the final outputs. The unit of
quantum information is a qubit, analogizing to a bit in classical information.

In most of our work, we use statevector representation for quantum states. That is, an n-qubit
quantum state is a vector in C2n . Such a quantum state is often written as a linear combination of
basis states. For example, a general 1-qubit state |ψ⟩ is

|ψ⟩ = α |0⟩+ β |1⟩

where the notation |·⟩ represents a statevector, basis state |0⟩ is [1 0]T , basis state |1⟩ is [0 1]T , and
|α|2 + |β|2 = 1 for complex numbers α and β. So, when we measure the state |ψ⟩, there is |α|2
chance to obtain a classical bit 0 and |β|2 chance to obtain a classical bit 1. If neither α nor β is
0, then the quantum state is in the superposition of state |0⟩ and |1⟩. Similarly, a 2-qubit state is
a linear combination of 2-qubit bases and the squared norms of coefficients sum to 1. The 2-qubit
basis states are |00⟩ = |0⟩ ⊗ |0⟩, |01⟩ = |0⟩ ⊗ |1⟩, |10⟩ = |1⟩ ⊗ |0⟩, and |11⟩ = |1⟩ ⊗ |1⟩, where the
operator ⊗ is the Kronecker product. If a 2-qubit state cannot be factored into the tensor product
of two 1-qubit states, then this 2-qubit state is entangled.

An n-qubit quantum logic gate is a 2n-by-2n unitary matrix. Several common 1-qubit gates are

X =

[
0 1
1 0

]
, Y =

[
0 −i
i 0

]
, Z =

[
1 0
0 −1

]
, H =

1√
2

[
1 1
1 −1

]
, S =

[
1 0
0 i

]
,

Rx(θ) =

[
cos θ

2 −i sin θ
2

−i sin θ
2 cos θ

2

]
, Ry(θ) =

[
cos θ

2 − sin θ
2

sin θ
2 cos θ

2

]
, Rz =

[
e−iθ/2 0

0 eiθ/2

]
,

and two widely used 2-qubit controlled gates are

CNOT = |0⟩ ⟨0| ⊗ I + |1⟩ ⟨1| ⊗X and CZ = |0⟩ ⟨0| ⊗ I + |1⟩ ⟨1| ⊗ Z,

where I is the 2-by-2 identity matrix.
If an 1-qubit gates U apply on the first qubit of a 2-qubit state |χ⟩ and another 1-qubit gate

V apply on the second qubit simultaneously, the resultant computation is (U ⊗ V ) |χ⟩. Based on
the gate definitions introduced above, an implementation of URBS(θ) according to [46] is shown in
Fig. 8. It can be verified that

URBS(θ) = [H ⊗H]CZ[Ry(θ)⊗Ry(−θ)]CZ[H ⊗H].
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H • Ry(θ) • H

H • Ry(−θ) • H

Figure 8: An implementation of URBS(θ) according to Ref. [46], where the symbol of two connected
dots between H and Ry gates is the CZ gate.

B Quantum states in the density-matrix representation

A density matrix represents a quantum state in quantum information, providing a more general
description than the statevector. In quantum computing, density matrices often come when the
discussion includes quantum noise because quantum noise, such as the depolarizing channel in
Section 4.1, can result in non-unitary evolution. The resultant quantum system may have pk
probability in the state |ψk⟩ for multiple different indices k, making a single statevector insufficient
to depict it. To express this system in a density matrix ρ, we have

ρ =
∑

k

pk |ψk⟩ ⟨ψk| .

where
∑

k pk = 1. Thus, the density matrix ρ is trace-one, Hermitian, and positive semidefinite [59].
The state evolution governed by the unitary operator U is computed by

ρ
U→ UρU †.

The non-unitary evolution can be described similarly to the depolarizing noise channel Section 4.1.
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